**Operators**

Primitives and their default value.

**boolean bool**; *// true or false***byte bite**; *// 8 bit integral value***short sort**; *// 16 bit integral value***char car** ; *// 16 bit Unicode value***int inty**; *// 32 bit integral value***float froat**; *// 32 bit floating point value // 123.f;***long lawng**; *// 64 bit integral value // 123L or 123;***double dobble**; *//64 bit floating point value;*@Test  
**public void** testPrimitiveDefaultValues(){  
 *assertTrue*(**bool** == **false**);  
 *assertTrue*(**bite** == 0);  
 *assertTrue*(**sort** == 0);  
 *assertEquals*(**car**, **'\u0000'**);  
 *assertTrue*(**car**==0);  
 *assertTrue*(**inty** == 0);  
 *assertTrue*(**froat** == 0.0);  
 *assertTrue*(**lawng** == 0.0);  
 *assertTrue*(**dobble** == 0);  
}

|  |  |
| --- | --- |
| **Operator Precedence** | |
| **Operators** | **Precedence** |
| postfix | *expr*++ *expr*-- |
| unary | ++*expr* --*expr* +*expr* -*expr* ~ ! |
| multiplicative | \* / % |
| additive | + - |
| shift | << >> >>> |
| relational | < > <= >= instanceof |
| equality | == != |
| bitwise AND | & |
| bitwise exclusive OR | ^ |
| bitwise inclusive OR | | |
| logical AND | && |
| logical OR | || |
| ternary | ? : |
| assignment | = += -= \*= /= %= &= ^= |= <<= >>= >>>= |

* Int Y = 4;

Double x = 3 + 2 \* --y;

The prefix operator would run first setting y to 3 and then 3 would be multiplied with 2 and then 6 added with 3, the result would be **9.0.** Don’t forget Decimal and Floats have a default value of 0.0.

Now if 3+2 was in a parenthesis, then that would take precedence and the result would be 5 \* 4= **20.0**

* If two values have different data types, java will automatically promote one of the variable to the larger of the two-data type.

5 == 5.0 // this is true because java promotes the left hand to float automatically.

* Smaller data types **byte, short and char** are automatically converted to integer
* Short s1 = 4, s2=3;

Short s = s1+s2; **// !!COMPILER error** because the result is an integer. However, s += s1; would work because that would automatically cast the result to short.

Long x = 10; int y =5;

Y = x \* y; **// !! Compiler error** because the result is upcasted to long and the variable is assigned to int.

* Floats are tricky, if you have a float and it has a decimal you must have the word f in the end.

**float fl** = 1.0f; Valid

**float fl = 1.0; // ERROR**

float fl = 1l; // Valid

**Float f1 = 1/ // ERROR**, for Wrapper type Float you need “f” at the end.

Float f1 = 1f// Valid

* Java will throw compiler exception if it detects trying to convert from larger to smaller data types.
* For Wrappers

**For Primitives float, long , double you could just assign them to an integer value, but if they are Wrappers, then you cant simply assign them a primitive int or short, byte char .**

**float** f = 1;  
*// Float F = 1; !! Compile error , found int* Float F = **new** Float(1.0f);  
 Float F2 = **new** Float(1);  
 Float F1 = **new** Float (**"1F"**);

**But you can do the following**

Float F = 1.0f;

Even though you could do

**int** i = **'C'**; with primitives you can’t do the same with wrappers

ex : *// Integer I = 'C'; !! Compile error*

But you can do this Integer I = **new** Integer(**'C'**);

For Character wrapper, you can however do the following

Character c = 1; // This compiles without any issue

![http://www.ee.surrey.ac.uk/Projects/CAL/digital-logic/gatesfunc/graphics/nottable.gif](data:image/gif;base64,R0lGODdhSwBFAPcAAAAAAAAAQAAAgAAA/wAgAAAgQAAggAAg/wBAAABAQABAgABA/wBgAABgQABggABg/wCAAACAQACAgACA/wCgAACgQACggACg/wDAAADAQADAgADA/wD/AAD/QAD/gAD//yAAACAAQCAAgCAA/yAgACAgQCAggCAg/yBAACBAQCBAgCBA/yBgACBgQCBggCBg/yCAACCAQCCAgCCA/yCgACCgQCCggCCg/yDAACDAQCDAgCDA/yD/ACD/QCD/gCD//0AAAEAAQEAAgEAA/0AgAEAgQEAggEAg/0BAAEBAQEBAgEBA/0BgAEBgQEBggEBg/0CAAECAQECAgECA/0CgAECgQECggECg/0DAAEDAQEDAgEDA/0D/AED/QED/gED//2AAAGAAQGAAgGAA/2AgAGAgQGAggGAg/2BAAGBAQGBAgGBA/2BgAGBgQGBggGBg/2CAAGCAQGCAgGCA/2CgAGCgQGCggGCg/2DAAGDAQGDAgGDA/2D/AGD/QGD/gGD//4AAAIAAQIAAgIAA/4AgAIAgQIAggIAg/4BAAIBAQIBAgIBA/4BgAIBgQIBggIBg/4CAAICAQICAgICA/4CgAICgQICggICg/4DAAIDAQIDAgIDA/4D/AID/QID/gID//6AAAKAAQKAAgKAA/6AgAKAgQKAggKAg/6BAAKBAQKBAgKBA/6BgAKBgQKBggKBg/6CAAKCAQKCAgKCA/6CgAKCgQKCggKCg/6DAAKDAQKDAgKDA/6D/AKD/QKD/gKD//8AAAMAAQMAAgMAA/8AgAMAgQMAggMAg/8BAAMBAQMBAgMBA/8BgAMBgQMBggMBg/8CAAMCAQMCAgMCA/8CgAMCgQMCggMCg/8DAAMDAQMDAgMDA/8D/AMD/QMD/gMD///8AAP8AQP8AgP8A//8gAP8gQP8ggP8g//9AAP9AQP9AgP9A//9gAP9gQP9ggP9g//+AAP+AQP+AgP+A//+gAP+gQP+ggP+g///AAP/AQP/AgP/A////AP//QP//gP///yH5BAAAAAAALAAAAABLAEUAAAj/AAEIHEiwoMGDCBMqXKjwn8OHECNKnEixosWLEwVi3Mixo8eHGj+KHCky5D+Bthya1CZJoCRtKg+SnAkSQE2bJ3FqA/CSJQCYNWk6ZDnT5MCUIVum/LdTEkSTRXGONDowZ8ynUq1SVBrSp0CYBB22BLAUI1VbZENCXZsVotKxYmHuxJmULNqyFqnmVJuVLUW+D7XZgqsVsFmpGtEavho0I12caF8aNrhR716xZB1Gxvr3MePJbQ83Vjz061ygjCW+5SvYsNK5lRHLDjz2ZUSoEblCRhly87/aqPOGFloRN3HOx/+mbJrccfOJc3kGf76XofXr2LOHpS5xOHXj3L13/0cYm3t387fFF/+o/i/79ufhP2V/0iP4vPU7yp+/PzVHm/3lp5+A5Q2okoH/gaRfgIghWJmC//Un04MRFhShgwTil+B8BZqVEYUenicaiBxetN9w8t33XIAkqdgci1PBWBJ6WGln4404ykgfjf6hp6N9P2JonovjEXnbjEA6KOF7TG54oJMPsmgkhE+SCGWHIVaZpZAmLknllleOSKKX9jU5JpcmmrklmWgWx2BVba6XJI8ZDhlkmOHdaaWdOfbpZ0J01plnoHqKSWOhXSIZZ5FvqrmnnFomOqCUSi6oKJ7ufSlpmZyeeeGOi5YoaGeXPppppMKVCqaGqLqpappQShYII6ULTtkYj4imSmeuru5K6J/ABhsQADs=) ![http://www.ee.surrey.ac.uk/Projects/CAL/digital-logic/gatesfunc/graphics/summarytable.gif](data:image/gif;base64,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)

* You can use Wrapper class name for primitives and object references (variable names) in Java

Ex . int Integer = 0; , boolean Boolean = false;

Wrappers and Primitives

**Integer**

**Integer(int value) :**Constructs a newly allocated Integer object that represents the specified int value.

**Integer(String s) :**Constructs a newly allocated Integer object that represents the int value indicated by the String parameter.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Method | Parameters | Return Type | Description | Examples |
| intValue | None | Int | Returns the value of this Integer as an int |  |
| **Static** parseInt | String | Int | Parses the string argument as a signed decimal integer |  |
| **Static** valueOf | Int | Integer | Returns an Integer instance representing the specified int value. |  |
| **Static** valueOf | String | Integer | Returns an Integer instance representing the specified int value. |  |

**Boolean(boolean value) :** Allocates a Boolean object representing the value argument.

**Boolean(String s):** Allocates a Boolean object representing the value true if the string argument is not null and is equal, ignoring case, to the string "true".

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| booleanValue() | None | boolean | Returns the value of this Boolean object as a boolean primitive. |  |
| **Static** parseBoolean | String | boolean | Parses the string argument as Boolean |  |
| **Static** valueOf() | boolean | Boolean | Returns a Boolean instance representing the specified boolean value. |  |

**Character(char value)**

Constructs a newly allocated Character object that represents the specified char value.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| charValue | None | Char | Returns the value of this Character object. |  |
| **Static** getNumericValue | Char | Int |  |  |
| **Static** valueOf | Char | Character |  |  |

**Double(double value)**

**Double(String str)**

The Double class wraps a value of the primitive type double in an object. An object of type Double contains a single field whose type is double.

In addition, this class provides several methods for converting a double to a String and a String to a double, as well as other constants and methods useful when dealing with a double

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| [**isNaN**](https://docs.oracle.com/javase/8/docs/api/java/lang/Double.html#isNaN--)() | None | Boolean | Returns true if this Double value is a Not-a-Number (NaN), false otherwise. |  |
| **Static** [**isNaN**](https://docs.oracle.com/javase/8/docs/api/java/lang/Double.html#isNaN--)**(double)** | Double | Boolean | Returns true if the specified number is a Not-a-Number (NaN) value, false otherwise. |  |
|  |  |  |  |  |